Single Dot Reinforcement Learning Assignment

In this assignment, we want to make Pacman learns to reach the dot and eat it. We have two programs:

* singleDotProblem.py and
* singleDot.py.

In singleDotProblem.py, we have two classes:

1. **State class** where it stores the agent position (that is Pacman).
   1. The constructor \_\_init\_\_ method that stores the agent position.
   2. Define special methods:
      1. Define \_\_eq\_\_ method which is a special method that is used to define how objects of a class are compared for equality. It is used to define how instances of a class are compared for equality using the == operator. When you use == to compare two objects, Python will call the \_\_eq\_\_ method to determine if the two objects are considered equal.
      2. Define \_\_hash\_\_ method which is a special method that is used to define how an object is hashed.

These two methods are part of the object’s “magic methods” which allow you to override default behavior in Python. It is used to define how instances of a class are hashed, which is important when objects are used in data structures like sets or as dictionary keys. If you define \_\_eq\_\_ in your class, you should also define \_\_hash\_\_ to maintain consistency between equality and hash values. The \_\_hash\_\_ method returns an integer that represents the hash value of the object. The rule is that if two objects are considered equal (\_\_eq\_\_ returns True), they must have the same hash value.

1. **Problem Class:** Where it stores the following methods:
   1. readMaze: to read the maze stored in a file name, this method defines some variables like wall positions, agent position, dots positions, potential\_moves, xMax (maximum width of maze) and yMax (maximum height of maze).
   2. isWall: returns true if the position is in the wall.
   3. getStartState: returns the start state of the problem that is the start agent position.
   4. isValidMove: that returns true if the agent position is valid, i.e. not inside the wall or outside maze boundaries.
   5. isTermina: returns true if the state is a terminal state, terminal state is when agent position is at the dot position.
   6. Reward: returns the reward for every state, at terminal state it returns a reward of 10 otherwise it returns a reward of 0.
   7. Transition: returns a list of valid new state and action, the format of the list is (state, action)

The file singleDot.py is the learning agent program where it uses the value iteration algorithm. The output of the code is shown in the following image.

![A game of a game

Description automatically generated with medium confidence](data:image/png;base64,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)

Your assignment is to complete the part of code that is missing. Follow the instructions comments in the program singleDot.py.

You will need to:

1. ~~Initialize the total return V (V = {})~~
2. ~~The for episode loop: for episode in range(100):~~
3. ~~To set the currentState as the problem start state:~~

~~currentState = p.getStartState()~~

1. ~~To write an infinite loop: while True~~
2. ~~To check if the currentState is a terminal state:~~

~~if p.isTerminal(currentState):~~

~~V[currentState] = p.reward(currentState)~~

~~break~~

1. ~~To check if currentState is not in V then set V to zero for the currentState:~~

~~if currentState not in V: V[currentState] = 0~~

1. ~~To neighbors: neighbors = p.transition(currentState)~~
2. ~~To loop over all neighbors:~~

for s, a in neighbors:

if s in V: v = V[s]

else: v = 0

if v > maxV:

maxV = v

bestState = s

1. ~~When extracting the policy, you need to loop over all states in V:~~

for s in V:

if p.isTerminall(s):

policy[s] = None

continue

neighbors = p.transition(s)

1. ~~To get the maximum total reward for all actions applicable at state s:~~

~~for n, a in neighbors:~~

if n in V: v = V[n]

else: v = 0

if v > maxV:

maxV = v

bestAction = a

1. ~~Save best action in policy:~~

policy[currentState] = bestAction

1. Try using the ‘singleDotMedium.txt’ maze and watch the output.

Make sure your code runs with no errors and produce the correct output. Create a github repository and save all files in the github repository.

Submit the link to your github repository in Canvas.